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Abstract:

A binary translator examines binary code for a source machine, optionally builds an intermediate rep-
resentation, and generates code for a target machine. Understanding what to do with delayed
branches in binary code can involve tricky case analyses, e.g., if there is a branch instruction in a
delay slot. Correctness of a translation is of utmost importance. This paper presents a disciplined
method for deriving such case analyses. The method identifies problematic cases, shows the transla-
tions for the non-problematic cases, and gives confidence that all cases are considered.The method
supports such common architectures as SPARC®, MIPS, and PA-RISC.

We begin by writing a very simple interpreter for the source machine’s code. We then transform the
interpreter into an interpreter for a target machine without delayed branches. To maintain the seman-
tics of the program being interpreted, we simultaneously transform the sequence of source-machine
instructions into a sequence of target-machine instructions. The transformation of the instructions
becomes our algorithm for binary translation. We show the translation is correct by reasoning about
corresponding states on source and target machines.

Instantiation of this algorithm to the SPARC V8 and PA-RISC V1.1 architectures is shown. Of interest,
these two machines share seven of 11 classes of delayed branching semantics; the PA-RISC has
three classes which are not available in the SPARC architecture, and the SPARC architecture has one
class which is not available in the PA-RISC architecture.

Although the delayed branch is an architectural idea whose time has come and gone, the method is
significant to anyone who must write tools that deal with legacy binaries. For example, translators
using this method could run PA-RISC on the new IA-64 architecture, or they may enable architects to
eliminate delayed branches from a future version of the SPARC architecture.

___________________________________

*This report is a very extended version of TR 440, Department of Computer Science and Electrical Engineering, The University
of Queensland, Dec 1998, and describes applications of the technique to translations of SPARC® and PA-RISC codes. This
report fully documents the translation algorithms for these machines.
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1 Introduction

Binary translation makes it possible to run code compiled for source platformS on target platformT .
Unlike interpreted or emulated code, binary-translated code approaches the speed of native code on
machineT . Hardware vendors can use binary translation to provide a tempting array of software along
with new machines [BKMM87, May87, AS92, SCK+93, EA97]. Hardware buyers can use binary
translation to run old code on new machines. This ability is particularly valuable when the old code
is available only in binary form, e.g., when it has been purchased from a third party or its source
code has been lost. Finally, binary translation is also an enabling technology for efficient simulation
[CK94, WR96].

The fundamental steps in binary translation are to distinguish code from data, to map data locations
from the source to the target machine, and to translate instructions. Data must be translated differently
from code, pointers must be translated differently from non-pointers, and code pointers (e.g., for indi-
rect branches) must be translated differently from data pointers [SCK+93, LB94]. This paper focuses
on translation: the problem of distinguishing code from data is difficult, but solutions are well known.

When a mapping from source locations to target locations has been established, translating instruc-
tions is mostly straightforward. Finding the target instructions needed to achieve a particular effect
is simply code generation. It is not always obvious, however, what is the effect of a delayed branch
instruction, especially when a branch or call instruction appears in a delay slot. Although the delayed

�This report is a very extended version of TR 440, Department of Computer Science and Electrical Engineering, The
University of Queensland, Dec 1998, and describes applications of the technique to translations of SPARC(R) and PA-RISC
codes. This report fully documents the translation algorithms for these machines.
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branch is an architectural idea whose time has come and gone, the method is significant to anyone who
must write tools that deal with legacy binaries. For example, translators using this method could run
PA-RISC code on the new IA-64 architecture. They might also enable architects to eliminate delayed
branches from a future version of the SPARC architecture.

The contribution of this paper is a disciplined method for understanding the effects of delayed
branches, even in tricky, rarely used combinations. This method identifies cases that are problematic
for translation, shows the translations for the non-problematic and problematic cases, and gives con-
fidence that all cases are considered. We have applied the results of the method to the University of
Queensland binary translator [CVR99, CV00], and these results could profitably be applied not only
to other binary translators [ZT00], but also to any tools that analyze machine instructions, including
optimizers [SW93, BDB00], code instrumentors [Wal92, LB94, LS95], fault isolators [WLAG93], and
decompilers [CG95, Hof97, CSF98].

Our method uses register transfer lists (RTLs) as a semantic framework in which to reason about
instructions on both the source and target machines [RD98]. We divide a machine’s semantics into
two parts. We specify semantics common to most instructions (e.g., the advancement of the program
counter) as part of a simple imperative program representing the execution loop of a machine. We spec-
ify the unique effect of each instruction as a register transfer list. The effect of executing a program is
represented as the effect of running the execution loop on a sequence of instructions or, more precisely,
on a sequence of register transfer lists representing the semantics of the instructions.

We build a binary translator by considering semantics for two machines. Each has an execution
loop and a set of instructions. The source machine has delayed branching semantics, the target does
not. We begin by transforming the source machine’s execution loop into the target machine’s execution
loop. To maintain the proper semantics for a program, we simultaneously transform the sequence of
source-machine instructions into a sequence of target-machine instructions. This transformation of the
sequence of instructions becomes our algorithm for binary translation.

A quick reading of this paper might suggest that the problem we solve is trivial. To build a flow
graph representing a binary program, why not simply convert the delayed branch to a non-delayed
branch and push the instruction in the delay slot along zero, one, or both successor edges? (The set of
successors that should get copies of the instruction in the delay slot depends on whether the delayed
branch “annuls” that instruction.) This simple approach is in fact correct,exceptwhen the instruction
in the delay slot is itself a delayed branch, call, or other transfer of control. In that case, the “pushing”
approach fails to execute the instruction that is the target of the first branch. The methods in this paper
translate this case correctly. In practice, such cases occur rarely in user code, but they are recommended
in kernel code as a way of returning from interrupts or otherwise switching contexts [SPA92,xB.26].

The building blocks of this paper are not new. Register-transfer languages have been used to de-
scribe instructions for years [BN71, BS82]. Our program transformations draw from standard tech-
niques in compiler optimization [ASU86] and partial evaluation [JGS93].

The contribution of this paper is the idea of applying these well-known techniques to a new problem
domain, where they have been used to build a SPARC and PA-RISC architectures front end for the
University of Queensland binary translator [CVR99, CV00].
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2 Semantic framework

Rather than translate source-machine instructions directly into target-machine instructions, we translate
source instructions into register transfer lists (RTLs), transform the RTLs, optimize the RTLs, and trans-
late the RTLs into target-machine instructions. RTLs provide a uniform framework that can express
source instructions, target instructions, and their interpretations by the source and target processors.

We writeR for the set of all possible RTLs. We assume that the effect of any machine instruction
can be described by a suitabler 2 R, as appears to be the case for many real microprocessors. This
paper describes a translation between subsetsLs � R andLt � R. The source-machine language,Ls,
has delayed branches; the target-machine language,Lt, does not.

2.1 Register transfer lists

Our RTL formalism is designed for use in tools and component generators, and it makes machine-
dependent computation explicit [RD98]. For this paper, we use a simplified version specified using the
following syntax:

rtl ) [effectfj effectg] Multiple assignment

effect) [exp!] location:= exp Guarded assignment

exp) constant Constant
j location Fetch from a location
j exp binop exp Binary RTL operator
j operator( explist) RTL operator

A register transfer list is a list of guarded effects. Each effect represents the transfer of a value into
a storage location,1 i.e., a store operation. The transfer takes place only if the guard (an expression)
evaluates totrue. Effects in a list take place simultaneously, as in Dijkstra’s multiple-assignment
statement: an RTL represents a single change of state. Appendix A makes this notion precise by giving
a denotation functionR[[rtl ]] : �! �.

Values are computed by expressions without side effects. Eliminating side effects simplifies anal-
ysis and transformation. Expressions may be integer constants, fetches from locations, or applications
of RTL operatorsto lists of expressions. RTL operators are pure functions on values. Expressions have
their own denotation functionE [[e]] : �! V , whereV is the domain of values.

In this paper, we assume that locations are single cells in a mutable store, although the full RTL
formalism supports a more general view that makes byte order explicit.

As an example of a typical RTL, consider a SPARC load instruction using the displacement ad-
dressing mode, written in the SPARC assembly language as

ld [%sp-12], %i0

This load instruction computes an address by adding�12 to the stack pointer (register 14), then loads
a word from that address into register%i0 (register 24). The effect of the instruction might be written

hRTL for sample instructioni�
$r[24] := $m[$r[14] + sx (�12)]

1Storage locations represent not only registers but also memory and other processor state.
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The notation$space[address] specifies a cell in a mutable store. Thesx operator sign-extends the 13-bit
immediate constant�12 so it can be added to the 32-bit value fetched from register 14.

The load instruction not only loads a value into register 24; it also advances the program counter
to point to the next instruction. Changing the program counter is intimately connected with branching;
we separate the effect on the program counter in order to give it special treatment.

2.2 Processor state for delayed branches

A processor executing straight-line code executes one instruction after another, in sequence. A delayed
branch instruction causes the processor to depart from that sequence, but not immediately. When the
processor executes an instructionI that causes a delayed branch to a locationtarget , the processor first
executesI ’s successor, then executes the instruction located attarget . The location holdingI ’s succes-
sor is calledI ’s “delay slot.” On some machines, like those of the SPARC processor, the instructionI

can “annul” its successor, in which case the successor isnot executed; instead the processor stalls for
one or more cycles

To model delayed branches with annuls, we use three pieces of processor state:

PC is the program counter, which identifies the instruction about to be executed.

nPC is the “next program counter,” which identifies the instruction to be executed after the current
instruction.

annul is the “annul status,” which determines whether the processor executes the instruction atPC or
ignores it.2

In this model, a delayed control transfer is represented by an assignment tonPC . For example, a
SPARC call instruction simultaneously assigns the target address tonPC and the currentPC to regis-
ter 15:

hRTL for calli�
$r[15] := PC j PC := nPC j nPC := target

Thetarget address in the RTL is distinct from thetarget field in the binary representation of the call
instruction. In the case of the SPARC architecture, we abstract away from the rule that says the target
address is computed by extending thetarget field on the right with zeroes.

A call transfers control unconditionally; we represent a conditional branch by a guarded assignment
to nPC . TheBNE(branch not equal) instruction tests theZ (zero) bit in the condition codes:

hrtl for conditional branchBNEi�
:Z ! nPC := target

Again we abstract the computation of the target address relative to the location of the instruction.

2Readers who are familiar with the SPARC architecture must distinguish theannul status, which is part of the processor
state, from thea bit found in the binary representations of most branch instructions. The interpretation of theannul status
is trivial: it tells whether to execute an instruction. The interpretation of thea bit is more involved, because there are special
rules for some instructions. We abstract away from these special rules by associating with each instructionI a Boolean
expressionaI (not necessarily a single bit) that tells the processor whether to annul the instruction’s successor.
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2.3 A canonical form of RTLs

To isolate the part of instruction semantics that is relevant to control flow, we put RTLs into the follow-
ing canonical form:

hRTL for generic instruction Ii�
bI ! nPC := target I j annul := aI j Ic

We interpret this form as follows:

bI is a Boolean-valued expression that tells whetherI branches. It is anexpression, not a constant or
a field of the instruction. For non-branching instructions,bI is false. For calls and unconditional
branches,bI is true. For conditional branches,bI is some other expression, the value of which
depends on the state of the machine (e.g., on the values of the condition codes).

target I is an expression that identifies the target address to whichI may branch. (IfbI is false, target I
is arbitrary.) For calls and PC-relative branches,target I is a constant that statically identifies a
target address. For indirect branches,target I may be a more complex expression, e.g., one that
fetches an address stored in a register.

aI is a Boolean-valued expression that tells whetherI annuls its successor. LikebI , it is an expres-
sion; it is not the value of thea bit in an instruction’s representation. For most instructions,aI
is false. For conditional branches,aI may be more complicated. For example, the SPARCBNE
instruction annuls its successor if thea bit is set and if the branch is not taken, soaI is a ^ Z.

Ic is an RTL that representsI ’s “computational effect.”Ic may be empty, or it may contain guarded
assignments that do not changeannul , nPC , orPC . Typical RISC instructions change control
flow or perform computation, but not both, soIc tends to be non-empty only whenbI andaI are
false. On CISC architectures, however, an instruction like “decrement and skip if zero” might
have both non-emptyIc (the decrement) and a nontrivialbI (the test for zero).

An instruction can be expressed in this canonical form if, when executed, it branches to at most one
target .This is true of all instructions on all architectures with which we are familiar, including indirect-
branch instructions (although the value oftarget may be different on different executions of an indirect
branch). We therefore defineLs as follows:

Ls
def
= fI 2 R j 9 bI ; target I ; aI ; Ic : R[[bI ! nPC := target I j annul := aI j Ic]] = R[[I]]g:

Here are a few example RTLs in canonical form; SPARC assembly language appears on the left,
RTLs on the right. The mnemonicba,a stands for “branch always, annul;”skip is the empty RTL.

add rs1, rs2, rd
false! nPC := any j annul := false j $r[rd] := $r[rs1] + $r[rs2]

ba,a addr true ! nPC := addr j annul := true j skip
call addr true ! nPC := addr j annul := false j $r[15] := PC
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2.4 Instruction decoding and execution on two platforms

Given this canonical form for instructions, we represent instruction decoding using alet-binding nota-
tion:

hinstruction decodingi�
let (bI ! nPC := target I j annul := aI j Ic) � src[PC ]
in : : :

end

The let construct bindsbI , target I , aI , andIc, which together determine the semantics of the instruc-
tion I found in the source memorysrc. Perhaps unusually, these identifiers are bound tosyntax(either
expressions or RTLs), not tovalues. Thelet-binding represents not only the process of using the binary
representation to identify the instruction and its operands, but also the mapping from that representation
into a register transfer list.

We have chosen a formalism in which an RTL alone is not sufficient to specify the behavior of
a machine when it executes an instruction; we also require anexecution loop. The source-machine
execution loop decodes an instruction and executes it as follows:

hSparc execution loopi�
fun loop() �
let (bI ! nPC := targetI j annul := aI j Ic) � src[PC ]
in if annul then

[[PC := nPC j nPC := succs(nPC ) j annul := false]]
else if[[bI ]] then
[[PC := nPC j nPC := target I j Ic j annul := aI ]]

else
[[PC := nPC j nPC := succs(nPC ) j Ic j annul := aI ]]

fi
; loop()

end

We specify the repeated execution of the processor loop as a tail call, rather than as a loop, because that
simplifies the program transformations to follow.

The execution loop is written using a simple imperative metalanguage, the semantics of which
are given in Appendix A. In the body of the paper, we use several notational shortcuts. The most
important of these are the brackets[[�]], which represent evaluation of syntax; for example,[[bI ]] is short
for eval e(bI), which produces the value of the branch condition (true or false), given the current state of
the machine. The notation[[r]] is short foreval r(r), which changes the state of the machine as specified
byR[[r]].

The functionsuccs abstracts over the details of identifying the successor instruction on the source
machine;succt finds the successor on the target machine. In both cases,succ is computed as part of
instruction decoding.
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Our example target, the Pentium, has neither delayed branches nor annulling, so it has a simpler
canonical form and a simpler execution loop. We define the target languageLt by its canonical form:

Lt
def
= fI 2 R j 9 bI ; target I ; Ic : R[[bI ! PC := targetI j Ic]] = R[[I]]g:

This is the target execution loop:

hPentium execution loopi�
fun simple() �
let (bI ! PC := target I j Ic) � tgt [PC ]
in if [[bI ]] then

[[PC := targetI j Ic]]
else
[[PC := succt(PC ) j Ic]]

fi
; simple()

end

2.5 Strategy for translating delayed branches

The problem we are trying to solve is to take a source-machine program whose instructions are inLs,
and to translate it into a target-machine program whose instructions are inLt, such that when the two
programs are executed by their respective execution loops, the target program simulates the source
program in a way made precise inx3.1. Informally, a program is said to simulate another program if it
reproduces the state of the program being simulated after execution of each source instruction.

Both our formalism and the SPARC architecture manual give a clear semantics of delayed branches
in terms ofPC , nPC , andannul . It would therefore suffice to create a translation that represented
the sourcePC , nPC , andannul explicitly on the target machine, but such a translation would be very
inefficient. For example, the representation ofnPC would have to be updated in software after every
execution of a translated instruction. A better idea is to make the values of the sourcePC , nPC ,
andannul implicit in the value of the targetPC . How to do this based on the information in the
architecture manual is not immediately obvious, but our semantic framework enables a new technique.
We transformloop, eliminatingnPC andannul wherever possible, so that (almost all of)loop can
be expressed using only thePC . This transformation leads to suitable changes in the sequence of
instructions executed, thus guiding a transformation fromsrc to tgt . This latter transformation is an
algorithm for binary translation of delayed branch instructions.
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3 Transforming the execution loop

We wish to develop a translation function that we can point at a locationsrc[pcs] and that will produce
suitable instructions at a corresponding target locationtgt [pct]. We cannot simply havepct = pcs;
source program counters may not be identical to target program counters, because source and target
instruction sequences may be different sizes. During translation, we buildcodemap, a map that relates
program counters on the two machines, sopct = codemap(pcs).

We assume that when the source processor starts executing code atsrc[pcs], it is not “in the middle”
of a delayed or annulled branch, or formally,

annul = false^ nPC = succs(PC ).

We call a statestableif it satisfies this predicate. The processor ABI (application binary interface)
guarantees that the processor will be in a stable state at a program’s start location [Pre93], and procedure
calling conventions guarantee that the processor will be in a stable state at procedure entry points.

We begin our transformation by defining a functionstable that can be substituted forloop whenever
annul = false^ nPC = succs(PC ).

hstable execution loopi�
fun stable() �
[[annul := false j nPC := succs(PC )]];
let (bI ! nPC := targetI j annul := aI j Ic) � src[PC ]
in if annul then

[[PC := nPC j nPC := succs(nPC ) j annul := false]]
else if[[bI ]] then
[[PC := nPC j nPC := target I j Ic j annul := aI ]]

else
[[PC := nPC j nPC := succs(nPC ) j Ic j annul := aI ]]

fi
; loop()

end

Appendix B lists the transformations used to get from this definition to something much likesimple.
We do not show every step in the transformation ofstable. We perform distribution of sequential

composition overlet, forward substitute assignments toannul andnPC , distribute sequential compo-
sition (loop()) over conditional, replaceloop() with stable() where possible, and drop the (now dead)
assignments. The result is

hstable execution loopi+�
fun stable() �
let (bI ! nPC := targetI j annul := aI j Ic) � src[PC ]
in if [[bI ]] then

[[PC := succs(PC ) j nPC := targetI j Ic j annul := aI ]]
; loop()

else if[[aI ]] then
[[PC := succs(PC ) j nPC := succs(succs(PC )) j Ic j annul := true]]
; loop()
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else
[[PC := succs(PC ) j Ic]]
; stable()

fi
end

The last arm of theif shows the execution of an instruction that never branches or annuls. It corresponds
to the execution of a similar instruction on thesimple target.

The next step is to unfoldloop in the first and second arms of theif statement. In the second arm,
annul is true, so the call toloop() can be replaced byPC := nPC ; nPC := succs(nPC ); stable().
The definition ofstable reduces to

hstable execution loopi+�
fun stable() �
let (bI ! nPC := targetI j annul := aI j Ic) � src[PC ]
in if [[bI ]] then

[[PC := succs(PC ) j nPC := targetI j Ic j annul := aI ]];
let (bI0 ! nPC := target I0 j annul := aI0 j I 0

c) � src[PC ]
in if annul then

[[PC := nPC j nPC := succs(nPC ) j annul := false]]
else if[[bI0 ]] then
[[PC := nPC j nPC := target I0 j I 0

c j annul := aI0]]
else
[[PC := nPC j nPC := succs(nPC ) j I 0

c j annul := aI0 ]]
fi
; loop()

end
else if[[aI ]] then
[[PC := succs(succs(PC )) j Ic]]
; stable()

else
[[PC := succs(PC ) j Ic]]
; stable()

fi
end
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Transformation proceeds by combining these two fragments, moving thelets together, and flatten-
ing the nestedif statements. We then use “The Trick” from partial evaluation [DMP96]: whenever
[[aI ]] is free in a statementS, we replaceS with if [[aI ]] thenS elseS fi. The Trick enables us to replace
several calls toloop with calls tostable. The result is the followingtranslation algorithm

hstable execution loopi+�
fun stable() �
let (bI ! nPC := targetI j annul := aI j Ic) � src[PC ]

(bI0 ! nPC := targetI0 j annul := aI0 j I 0

c) � src[succs(PC )]
in if [[bI ]] ^ [[aI ]] then

[[Ic]];
[[PC := target I ]]
; stable()

else if[[bI ]] ^ :[[aI ]] ^ [[bI0 ]] ^ [[aI0 ]] then
[[Ic]];
[[I 0

c]];
[[PC := target I0 ]]
; stable()

else if[[bI ]] ^ :[[aI ]] ^ [[bI0 ]] ^ :[[aI0 ]] then
[[Ic]];
[[PC := target I j nPC := target I0 j I 0

c j annul := false]]
; loop()

else if[[bI ]] ^ :[[aI ]] ^ :[[bI0 ]] ^ [[aI0 ]] then
[[Ic]];
[[I 0

c]];
[[PC := succs(target I)]]
; stable()

else if[[bI ]] ^ :[[aI ]] ^ :[[bI0 ]] ^ :[[aI0 ]] then
[[Ic]];
[[PC := target I j I

0

c]]
; stable()

else if:[[bI ]] ^ [[aI ]] then
[[PC := succs(succs(PC )) j Ic]]
; stable()

else if:[[bI ]] ^ :[[aI ]] then
[[PC := succs(PC ) j Ic]]
; stable()

fi
end
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This version ofstable suffices to guide the construction of a translator. Considering the cases in
order,

� A branch that annuls the instruction in its delay slot acts just like an ordinary branch on a machine
without delayed branches.

� A branch that does not annul, but that has an annulling branch in its delay slot, acts as if the first
branch never happened, and the second is a non-delaying branch.

� A non-annulling branch with another non-annulling branch in its delay slot is not trivial to trans-
late; this is the one case in which we cannot substitutestable for loop. Interestingly, the MIPS
architecture manual specifies that the machine’s behavior in this case is undefined [Kan88, Ap-
pendix A]. This case requires potentially unbounded unfolding ofloop, which we discuss inx7.

� A non-annulling branch with an annulling non-branch in its delay slot acts as a branch to the
successor of the target instruction. (Note that the SPARC architecture has an annulling non-
branch, viz,BN,A.)

� A non-annulling branch with a non-annulling non-branch in its delay slot has the effect of delay-
ing the branch by one or more cycles. This is the common case.

� An annulling non-branch skips over its successor.

� A non-annulling non-branch (i.e., an ordinary computational instruction) simply executes and
advances the program counter to its successor.

3.1 Derivation of a translator

Correctness

To say what it means to have a correct translation, we reason about states, about values of expressions
in states, and about state transitions. Recall that if a machine is in a state�, we writeE [[e]]� for the
value of expressione in state�; if executing instructionI causes a machine to make a transition from a
state� to a new state�0, we write�0 = R[[I]]�.

A translation is correct if execution on the target machine simulates execution on the source ma-
chine. The translator builds a map� from source-machine states to target-machine states.3 In a way
made precise below, this map respects the operation of the machine. In our design,� is partial—it is
not defined when the source machine is “about to” execute a delayed branch or annulled instruction.
To be precise,� is defined ifE [[:annul ^ nPC = succs(PC )]]�.

When referring to states, we use a left superscript ofs or t to designate a state on the source or
target machine. We use subscripts to number states in sequence.

3Technically, the translator establishes not a map but a relation, because more than one target-machine state can be used
to simulate a particular source-machine state. We nevertheless use the function� notation for its readability. When we
write s�, we really mean “any statet� such thatt� ands

� stand in a weak bisimulation relation.” Writing the existential
quantifiers and relations explicitly would obscure the ideas.
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We say the target machinesimulatesthe source machine if the following condition holds: if we start
the source machine in a states�0, and theloop function takes it through a sequence of statess�0;

s�1; : : :,
then there is a subsequence of such statess�k0;

s�k1; : : : such thats�k0 ; s�k1 ; : : : is a subsequence of
the states that the target machine goes through when started in statet�0 = s�0. Further, each state
s�I ; I > 0 is the state of the source machine after execution of instructionI of the program.s�0 is the
initial state of the program. Informally, although the target machine may go through some intermediate
states that don’t correspond to any execution of the source, and though the source machine may go
through some intermediate states that don’t correspond to any execution of the target, when we remove
those intermediate states, what’s left of the executions corresponds one to one.4 We sketch a proof in
x6.

Translations of expressions and computational effects

In the RTL framework, the state of the machine is the contents of all the storage locations. In a na¨ıve
translator,� can mostly map locations to locations, without changing values. The exception is the
program counter; its translation must usecodemap, so we requireE [[PC ]]� = codemap(E [[PC ]]�).
Given a map� on locations, we can easily extend it to expressions likeaI , bI , andtargetI . If e is an
expression, thenE [[e]]� = E [[e]]�.

We assume that translations can be found for the computational effectsIc, which do not affectPC ,
nPC , or annul . Given an effectIc, we write its translationIc; in general,Ic is a sequence of RTLs,
not exactly one RTL. Any translation is acceptable as long as for any�, R[[Ic]]� = R[[Ic]]�.5 We
also assume that, given any conditionb and addresstarget , we can construct an instruction sequence
implementingb! PC := target on the target machine.

Under these assumptions, we analyze source branch conditionsbI , annulment conditionsaI , and
target addressestargetI , and we show how to construct branch conditions and target addresses for the
target machine. In the process, we build thecodemap function that takes source program counters to
target program counters.

Structure of the translator

Our translator works with one basic block at a time.codemap must be built incrementally—by the
translator itself—because the only way to know the size of the target basic blocks is to translate the
source basic blocks. The translator maintains a work queue of untranslated blocks, each of which is
represented by a(pcs; pct) pair. pcs is the address of some code on the source machine.pct may be the
corresponding target-machine address, or more likely a placeholder for a target-machine address, to be
filled in later. (For example,pct might be a pointer to a basic block in a control-flow graph.)codemap

contains pairs that have already been translated. We use the following auxiliary procedures:
4In the terminology of [Mil90], the transitions to these intermediate states are “silent.”
5We extendR to sequences of RTLs using the standard rule for sequential composition:R[[r1; r2]] = R[[r2]] Æ R[[r1]].
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queueForTranslation(pcs; pct) Add a pair to the work queue.
codemap(pcs) If a pair (pcs; pct) is in codemap, returnpct. Otherwise, letpct be a fresh

placeholder, add(pcs; pct) to codemap, and returnpct. (We usecodemap both
as a function and as a collection of ordered pairs, but these usages are
equivalent.)

emit(pct; I) Emit target-machine instructionsI atpct, returning a pointer to the location
following the instructions. IfI is a sequence ofn instructions,emit(pct; I)
returns the result of applyingsucct to pct, n times.

newBlock() Return a pointer to a fresh placeholder.

Placeholders created withcodemap correspond to basic blocks in the source program. Placeholders
created withnewBlock are artifacts of translation.

The translator loops, removing pairs from the work queue, and callingtrans if those pairs have not
already been translated.trans translates individual basic blocks. If an instruction branches,trans calls
queueForTranslation with the target addresses (from source and target machines). If an instruction
flows through to its successor,trans calls itself tail-recursively.6 The outline oftrans is

htranslatori�
fun trans(pcs; pct) �
hput (pcs; pct) in codemap if they are not there alreadyi
let I as(bI ! nPC := target I j annul := aI j Ic) � src[pcs]
in caseclass(I) of
hcases for translation of Ii

end

4 Application to the SPARC instruction set

To this point, the development of our idea is abstract; it could apply to any machines with and without
delayed branches. The value of our work, however, is that it can be applied to real translators for
real instruction sets. This section applies our formal analysis to the SPARC V8 instruction set, and it
sketches the derivation of a translator. We used this derivation to build the SPARC front end of the
University of Queensland binary translator [CVR99, CV00].

4.1 Classification of SPARC instructions

The three properties of instructions that govern the translation of control flow arebI (must branch,
may branch, may not branch),aI (must annul, may annul, may not annul), andtargetI (static target,
dynamic target, no target). There are 15 reasonable combinations of these three properties. On the
SPARC architecture, only 9 combinations are used:

6Recursive calls totrans could be replaced by calls toqueueForTranslation . The converse is not true, becausetrans

would recur forever on loops.

13



Instruction bI aI target I Ic Class
BA true false static skip SD
BN false false N/A skip NCT
Bcc test cc(icc) false static skip SCD
BA,A true true static skip SU
BN,A false true N/A skip SKIP
Bcc,A test cc(icc) :test cc(icc) static skip SCDA
CALL true false static $r[15] := PC SD
JMPL true false dynamic $r[rd ] := PC DD
RETT true false dynamic hrestore statei DD
TN false false N/A skip NCT
Ticc test cc(icc) test cc(icc) dynamic hsave statei TRAP
TA true true dynamic hsave statei TRAP 0

NCT false false N/A varies NCT

These combinations enable us to classify instructions. We name 8 of the 9 classes as follows:

NCT Non-control-transfer instructions (arithmetic, etc.)
DD Dynamic delayed (unconditional)
SD Static delayed (unconditional)
SCD Static conditional delayed
SCDA Static conditional delayed, annulling
SU Static unconditional (not delayed)
SKIP Skip successor (implement as static unconditional)
TRAP Trap

Our treatment of trap instructions may be surprising, since the architecture manual presents them
as instructions that set bothPC andnPC . BecausenPC is always set toPC + 4 [SPA92,xC.8], we
can model this behavior as settingnPC to the address of the trap handler and settingannul to true.
Our model introduces a stall before the trap is taken, but no interesting state changes during a stall, so
there is no problem. For simplicity, we put the unconditional trap (TRAP 0) in the same class as the
conditional traps (TRAP ). We can’t do this with the branch instructions because ofBA,A ’s anomalous
treatment of thea bit.

The table exposes a useful property of the SPARC instruction set;aI is not arbitrary, but is always
given by one of these four possibilities:

aI � false Never annul.
aI � true Always annul.
aI � bI Annul if branch taken.
aI � :bI Annul if branch not taken.

Whenever processor designers use this scheme,aI can be eliminated at binary-translation time. A more
generalaI would require a second test in the translated code.
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4.2 Translations of SPARC instructions

Deriving a translation function is tedious but straightforward. We start from thetrans algorithm in
x3.1, pg 13, and expand it into the following algorithm, parameterized by the class of instructions:

hsparc translatori�
fun trans(pcs; pct) =
codemap(pcs) � pct
let I as(bI� > nPC := targetI j annul := aI j Ic) = src[pcs]
in caseclass(I) of
j NCT =) nonBranching; nonAnnulling

j SKIP =) nonBranching; annulling

j SU =) branching; annulling

j SD =) branching; nonAnnulling

j DD =) branching; nonAnnulling

j SCD =) if (bI) then
branching; nonAnnulling

else
nonBranching; nonAnnulling

fi
j SCDA =) if (bI) then

branching; nonAnnulling

else
nonBranching; annulling

fi
end

Before we look at individual translations of some of the classes of instructions, we give some exam-
ples in Table 1 of translations of SPARC assembly code into Pentium assembly code, i.e., translations
from a machine that has delayed branches to one that does not have delayed branches. These examples
are shown unoptimized; in some cases, such asbe followed bymov, it is possible to putI 0 beforeI,
eliminating significant overhead. This restructuring is not possible in the general case, however, and
particular cases may be best left to a general-purpose optimizer.

We show only a few representative cases of the transformations applied to the skeletontrans algo-
rithm, the complete algorithm is documented in Appendix C. We apply the transformations listed in
Appendix B throughout this process.

Translation of non control transfer instructions

For non-control-transfer instructions,bI � false andaI � false, i.e., these are non branching, non
annulling instructions, which correspond to the last arm of thestable algorithm (pg 10). The translation
is

hcases for translation of Ii�
j NCT =) pct := emit(pct; Ic); trans(succs(pcs); pct)
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class(I) class(I 0) SPARC instructions Pentium instructions

NCT any add %i1, %i2, %i3 mov eax, SPARCI1
add eax, SPARCI2
mov SPARCI3, eax

SU any ba,a L jmp L

SD NCT ba L
add %i1, %i2, %i3

nop
mov eax, SPARCI1
add eax, SPARCI2
mov SPARCI3, eax
jmp L

SCD NCT be L
mov %o1, %o2

...

nop
je BB
mov eax, SPARCO1
mov SPARCO2, eax

...

BB: mov eax, SPARCO1
mov SPARCO2, eax
jmp L

SCDA NCT be,a L
mov %o1, %o2

...

nop
je BB

...

BB: mov eax, SPARCO1
mov SPARCO2, eax
jmp L

SD SD ba L1
ba L2
mov 3, %o0

...
L1: mov 2, %o0

...
L2: : : :

nop
nop
mov eax, 2
jmp L2

SPARC assembly language puts the destination on the right, but Intel assembly language
puts the destination on the left. The SPARC architecture has more registers than the Pen-
tium, so we map onto them memory locationsSPARCI1 = %i1, SPARCI2 = %i2, etc.
The examples whereclass(I) is SCD andSCDA show the samebe instruction with and
without the,a suffix (annul when branch not taken).

Table 1: Example translations from SPARC architecture to Pentium architecture

16



Translation of static unconditional branch with annul intructions

The static unconditional branch with annul is just like an ordinary branch; i.e.,bI � true andaI � true,
which corresponds to the first arm ofstable. The translation is

hcases for translation of Ii+�
j SU =) pct := emit(pct;PC := codemap(target I));

queueForTranslation(target I ; codemap(target I));

Translation of static delayed instructions

The next simplest cases are the static delayed (SD) class, withbI � true andaI � false. These instruc-
tions include unconditional branches and calls, and the translation depends on what sort of instructionI 0

is found in the delay slot.

hcases for translation of Ii+�
j SD =)
let (bI0 ! nPC := target I0 j annul := aI0 j I 0

c) � src[succs(pcs)]
in caseclass(I 0) of
htranslation cases forclass(I 0), where class(I) = SDi

end

In the common case, we have a non-control-transfer instruction in the delay slot, withbI0 � false
andaI0 � false. This corresponds to the fifth arm ofstable, which executes[[Ic]]; [[PC := target I j I

0

c]].
Sincetarget I is a constant, we can rewrite this as[[Ic]]; [[I

0

c]]; [[PC := targetI ]]. The translation is then

htranslation cases forclass(I 0), where class(I) = SDi�
j NCT =)
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I; codemap(target I));

This translation is not sufficient for call instructions, because a called procedure may use the program
counter captured byIc, and its use of that program counter is determined by software convention, not
by the semantics of the hardware. On the SPARC architecture, ifI is a call instruction, convention says
that translation should resume withtrans(succs(succs(pcs)); pct), or if the call returns a structure, with
trans(succs(succs(succs(pcs))); pct).

Translation of dynamic delayed instructions

The treatment of classDD (dynamic delayed) branches is similar to that of classSD , except that
the target addresses are computed dynamically. This means that it is not possible to usecodemap at
translation time; the translated code might usecodemap at run time, or it might call an interpreter or a
dynamic translator.
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Translation of static conditional delayed instructions

The most common class involving dynamic conditions is theSCD (static conditional delayed) class, in
which bI is dynamic andaI is false. Again, the translation depends on what is in the delay slot.

hcases for translation of Ii+�
j SCD =)
let (bI0 ! nPC := target I0 j annul := aI0 j I 0

c) � src[succs(pcs)]
in caseclass(I 0) of
htranslation cases forclass(I 0), where class(I) = SCDi

end

The most common delay instruction is a non-control-transfer instruction (classNCT ), wherebI0 =
falseandaI0 = false. In this case,stable reduces to

hspecialization of stable for SCD with NCT in the delay sloti�
if [[bI ]] then
[[Ic]]; [[PC := targetI j I

0

c]]; stable()
else
[[Ic j PC := succs(PC )]]; stable()

fi

BecauseIc does not affectPC , we transformstable as follows:7

htransformed specialization of stable for SCD with NCT in the delay sloti�
[[Ic]];
if [[bI ]] then
[[PC := target I j I

0

c]]
else
PC := succs(PC );

fi
; stable()

7We have the alternative of unfolding the call tostable in theelsebranch and moving bothIc andI 0c ahead of theif . This
transformation leads to a translation in whichI

0

c moves ahead of the branch, andI
0

c’s successor follows the branch. Epoxie
and Noxie use this translation [Wal92]. The problem is that, if the branch conditionbI tests condition codes, andI 0c sets
condition codes, it will be necessary to save and restore the condition codes in order to get the correct branch instruction. It
is much simpler to moveI 0c into a new block, which the optimizer can sometimes eliminate.
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In general, no single target instruction implements[[PC := targetI j I
0

c]], so we rewrite it into the
sequence[[I 0

c]]; [[PC := targetI ]], and we put this sequence into a new “trampoline” basic blockbb.
stable becomes

hfinal specialization of stable for SCD with NCT in the delay sloti�
[[Ic]];
if [[bI ]] then
PC := bb;

else
PC := succs(PC );

fi
; stable()

which we translate using an ordinary branch instruction:

htranslation cases forclass(I 0), where class(I) = SCDi�
j NCT =)

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI ! PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(target I; codemap(target I));
trans(succs(pcs)); pct);

Translation of static conditional delayed annulling instructions

The cases for classSCDA(static delayed branches that annul when not taken) are similar to those of
classSCD. For example, whenSCDA is followed byNCT , bI is dynamic,aI � :bI , andbI0 � aI0 �
false. stable reduces to:

hspecialization of stable for SCDA with NCT in the delay sloti�
[[Ic]];
if [[bI ]] then
[[I 0

c]];
[[PC := target I ]]

else
PC := succs(succs(PC ));

fi
; stable()

The translation is like that of classSCD, creating a new basic block, but the recursive call is
trans(succs(succs(pcs)); pct), so translation resumesafter the delay slot instead ofat the delay slot.
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The most difficult cases arise when the instruction in the delay slot of a branchI is another delayed
branch instructionI 0. These cases multiply like rabbits. We show just one, but it is almost useful;
putting an unconditionalSD branch in the delay slot of another unconditionalSD branch makes it
possible to execute a single non-branchingNCT instruction “out of line.” (To make the case truly
useful, the target of the first branch should be computed dynamically, but this change would complicate
the exposition significantly.)

WhenSD is in SD ’s delay slot,bI0 = true andaI0 = false, andstable reduces to the following
code.

hspecialization of stable for SD with SD in the delay sloti�
[[Ic]];
[[PC := target I j nPC := target I0 j I 0

c j annul := false]]
; loop()

We unfold the call toloop and substitute forward forPC , nPC , andannul . Removing dead assign-
ments leaves

htransformed specialization of stable for SD with SD in the delay sloti�
[[Ic]];
[[I 0

c]];
let (bI00 ! nPC := target I00 j annul := aI00 j I 00

c) � src[[[target I ]]]
in if [[bI00 ]] then

[[PC := targetI0 j nPC := target I00 j I 00

c j annul := aI00 ]]
else
[[PC := targetI0 j nPC := succs(targetI0) j I 00

c j annul := aI00 ]]
fi
; loop()

end

We can now moveloop() inside the conditional, convert it tostable() in one branch, unfold, etc.
We wind up with 4 cases based on the values of[[aI00 ]] and [[bI00 ]]. BecauseI is a static branch, the
value of [[target I ]] is independent of the state of the machine, so we can findI 00 and the expressions
[[aI00 ]] and [[bI00 ]] statically. The simplest case is one in whichI 00 never branches (NCT ), i.e., where
bI00 = falseandaI00 = false. This case reduces to

hfurther specialization of stable for SD with SD in the delay slot (class(I”)=NCT)i�
[[Ic]];
[[I 0

c]];
[[PC := target I0 j I 00

c]]
; stable()

As before, becauseI 0 is static, we can rewrite[[PC := target I0 j I 00

c]] as the sequence[[I 00

c]]; [[PC :=
target I0]], and we read off the following translation:

htranslation cases forclass(I 00), where class(I) = SD and class(I’) = SDi�
j NCT =)
pct := emit(pct; Ic);

20



pct := emit(pct; I
0

c);
pct := emit(pct; I

00

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(target I0; codemap(target I0));

Since on the SPARC architectureIc andI 0

c are no-ops, the translation executes the effect ofI 00, then
branches totarget I0 , as shown in the last example in Table 1. The instruction in the delay slot ofI 0

(mov 3, %o0 in Table 1) is not executed.
Refer to Appendix C for a complete description of the SPARC V8 translation algorithm.

4.3 Simplified translation of many branch instructions

When translating a branch with a non-branch in the delay slot, our method can be reduced to a simple
strategy: rewrite the branch as a non-delayed branch, and push the delay instruction to the destination
address, the fall-through address, neither, or both, according to the table below.

aI � bI Push the delay instruction to the fall-through address.
aI � :bI Push the delay instruction to the destination address.
aI � false Push the delay instruction to both addresses.
aI � true Discard the delay instruction.

To push the delay instruction to the destination address, we create a new “trampoline” basic block,
which avoids problems in case other branches also flow to the same address.

The third, fourth, and fifth examples in Table 1 show how this strategy is applied to the unconditional
(SD), conditional (SCD), and conditional annulled (SCDA) branches on the SPARC architecture. On
the MIPS, programmers may not put branches in delay slots [Kan88, Appendix A], andaI � false
always, so a single instance of this strategy applies to every branch instruction [SW93].

5 Application to the PA-RISC instruction set

The PA-RISC architecture’s concept of delayed branches is the same as that of the SPARC architecture;
however, the notation used in the architectural manual is fairly different at first glance. Any transfer of
control instruction is delayed, the instruction following the control transfer instruction (thedelay slot
instruction) is executed before control reaches the target of the branching instruction.

Execution of the delay slot instruction is optional; this is determined by the “nullify” bit in the
branch instruction [Pac94]. The concept of the nullify bit is modelled in our system by the annul state.

5.1 Modelling PA-RISC instruction address queues

The PA-RISC processor’s documentation describes an instruction address (IA) queue for handling of
the address of the instruction to be executed next. There are three elements in the IA queue; theFront,
Back and theNext elements. TheFront element is the address of the instruction to be executed, i.e.,

this is equivalent to the Program Counter (PC ) in our model. TheBack element holds the address of
the next instruction (after the one atFront). This element is equivalent to ournPC state, before the
nPC is modified by the execution of the instruction at PC. TheNext element is only used in control
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transfer instructions and refers to the address of the next PC after execution of the control transfer
instruction, i.e., it is the new value of nPC afterBack is updated.

There are two address queues: one for offsets within a given space, and one for different spaces.
The former is called the Instruction Address Offset Queue (IAOQ) and the latter the Instruction Ad-
dress Space Queue (IASQ). An address in the PA-RISC is determined by the combination of a given
space address and the offset address. The combined IASQFront and IAOQFront elements provide
the virtual address of the current executing instruction, whereas the IASQBack and IAOQBack pro-
vides the virtual address of the following instruction that will be executed (see PA-RISC architecture
manual [Pac94] at page 4-11).

Instruction Address Offset Queue (IAOQ)
IAOQ Front< �� IAOQ Back;
IAOQ Back< �� IAOQ Next;
if (taken branch)

IAOQ Next< �� Branch target offset;
else

IAOQ Next< �� IAOQ Back + 4;

Instruction Address Space Queue (IASQ)
IASQ Front< �� IASQ Back;
IASQ Back< �� IASQ Next;
if (BE or BLE)

IASQ Next< �� Branch target space ID;
else

IASQ Next< �� IASQ Back;

Figure 1: Updating Instruction Address Queues in the PA-RISC Architecture

For illustration purposes, we have reproduced Figure 4-3 of the PA-RISC architecture manual
[Pac94], pg 4-12, in Figure 1. This figure describes the changes of state of the IA queues during
control transfer instruction execution. Conceptually, the offset and space queues provide one address,
and the 3 different addresses being stored in the IA queues expose a temporary address that is stored in
the physical queue. In our system, we model two states; the address of the current instruction (PC) and
that of the next instruction to be executed (nPC). These two states are equivalent to storing the three
different values in the following algorithm:

if (taken branch)
nPC <-- Branch target offset;

else
nPC <-- nPC + 4;

In other words, there are two values for nPC in the previous algorithm; the initial nPC value and
the new nPC value; these are equivalent to theNext and Back values in the PA-RISC notation. We
therefore model these IA queues using our PC and nPC state variables.
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5.2 Classification of PA-RISC instructions

PA-RISC has several types of control transfer instructions, commonly referred to as branching instruc-
tions in the PA-RISC architecture documentation [Pac94]. Branching instructions are either uncondi-
tional or conditional. Unconditional instructions are local or external. Conditional instructions can only
be local. Figure 2 enumerates the different types of branching instructions.

Branching Instructions
Unconditional

Local External Conditional
MOVB, MOVIB BL BE

COMPBx, COMPIBx GATE BLE
ADDBx, ADDIBx BLR

BB, BBV BV

Figure 2: Classification of PA-RISC Control Transfer Instructions

We briefly describe the instructions of Figure 2. The unconditional branching instructions are calls
or jumps; these are:BL is the branch and link (call) instruction,GATEis the gateway instruction (a call
that changes priviledge level),BLR is the branch and link register instruction,BV is the branch vectored
instruction,BE is the branch external instruction, andBLE is the branch and link external instruction.
Conditional branching instructions are the ones denoted by anx as the prefix to the instruction name
(e.g.,ADDBx). Such instructions take two forms, and branch on the result of the operation being true
or branch on false. The operation per se is part of the instruction, and are as follows:COMPBxdoes
a compare instruction and then branches on true or false,COMPIBxdoes a compare immediate and
branches on true or false,ADDBxdoes an add and branches on the result of that add being true or false,
andADDIBx does and add immediate and branches on true or false. TheBB instruction branches on
bit and theBBVbranches on variable bit.

Conditional branching instructions effectively perform the semantics of a non-control transfer in-
struction (move, compare, or add) and then perform a branch based on a condition sometimes de-
termined by the instruction being executed (move, compare, or add). We model these conditional
instructions in the following way:

hconditional branching modeli�
src[PC ] = (Ic;Bcondx)

wherex can be true or false. That is, a conditional branching instruction is a compound instruction
which can be modelled as two separate instructions, one performing computation and the next per-
forming the branch. We use theBcondx notation to refer to any such conditional branch (on true or
false) derived from a conditional branching instruction.

We now classify the PA-RISC V1.1 architecture instructions based on our variables:bI (must
branch, may branch, may not branch),aI (must annul, may annul, may not annul), andtarget I (static
target, dynamic target, no target). This classification leads to 9 combinations on the PA-RISC:
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Instruction bI aI target I Ic Class
BL true false static $r[t] := nPC + 4 SD
GATE true false static hchange priviledge leveli SD
BLR true false dynamic $r[t] := nPC + 4 DD
BV true false dynamic skip DD
BL,n true true static $r[t] := nPC + 4 SU
GATE,n true true static hchange priviledge leveli SU
BLR,n true true dynamic $r[t] := nPC + 4 DU
BV,n true true dynamic skip DU
BE true false static hchange spacei SD
BE,n true true static hchange spacei SU
BLE true false static $r[31] := nPC + 4 SD

hchange spacei
BLE,n true true static $r[31] := nPC + 4 SU

hchange spacei
BcondT test(cond) false static skip SCD
BcondT>,n test(cond) test(cond) static skip SCDA>

BcondT<,n test(cond) :test(cond) static skip SCDA
BcondF :test(cond) false static skip SCD
BcondF>,n :test(cond) :test(cond) static skip SCDA>

BcondF<,n :test(cond) test(cond) static skip SCDA
NCT false false N/A hvariesi NCT
NCTcond false test(cond) N/A hvariesi NCTA

The 9 classes are as follows:

SD Static delayed (unconditional)
DD Dynamic delayed (unconditional)
SU Static unconditional (not delayed)
DU Dynamic unconditional (not delayed)
SCD Static conditional delayed
SCDA Static conditional delayed, annulling
SCDA> Static conditional delayed, annulling on> displacement
NCT Non-control-transfer instructions (arithmetic, etc.)
NCTA Non-control-transfer, annulling

Note that compound trap instructions such as “add and trap on overflow” were not modelled in this
study. In practice, these instructions behave in a similar way to the SPARC V8 TRAP class. Therefore,
in the PA-RISC architecture, the SPARC SKIP class is not present, and in the SPARC architecture, the
DU, SCDA> and NCTA classes are not present.

5.3 Derivation of a translator

We derived a translator in the same way that the SPARC translator was derived (x4.2). The complete
set of transformations and final algorithm are documented in Appendix D.
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6 Proving correctness

We prove correctness of translation by reasoning about transitions from states to states. As noted in
x3.1, we want to show that running the translated code results in an execution on the target machine
that simulates the original execution on the source machine. Formally, if we start the source machine
in a states�0, and theloop function takes it through a sequence of statess�0;

s�1; : : :, then there is a
subsequence of such statess�k0 ;

s�k1 ; : : : such thats�k0 ; s�k1 ; : : : is a subsequence of the states that the
target machine goes through when started in statet�0 = s�0. Each states�I ; I > 0 is the state of the
source machine after execution of instructionI of the program.

The result desired follows directly from thistransition theorem: If s�m is a source-machine state
such that

1. E [[annul = false^ nPC = succs(PC )]]s�m,

2. there is a corresponding target-machine statet�n = s�m, and

3. trans has been called with arguments(E [[PC]]s�m; E [[PC]]t�n),

then there is ani such that ini steps, the source machine reaches a states�m+i that also satisfies
E [[annul = false^nPC = succs(PC )]]s�m+i. Also, there is aj such that inj steps, the target machine
reaches a statet�n+j = s�m+i, and furthermore (a)i > 0 or j > 0 and (b)trans has been called with
arguments(E [[PC]]s�m+i; E [[PC]]t�n+j).

We prove the transition theorem by case analysis on the classes of the instructions located at
src[PC ]. We assume that the translations of expressions and computational effects, whatever they
are, satisfy the following identities:

E [[e]]� = E [[e]]�

R[[Ic]]� = R[[Ic]]�

Because of condition 1, we can substitutestable for loop, so we can apply our transformed version
of stable, which assigns directly toPC . We assume that all mappings� usecodemapto map the source
program counter to the target program counter. To translate a branch, we therefore write

R[[PC := target ]]� = substtarget
PC

�

= subst
codemap(target)

PC
�

= subst
codemap(target)

PC
�

= R[[PC := codemap(target)]]� (�)

The simplest case in the proof of the transition theorem is a non-control-transfer instruction (NCT).
The canonical form of such an instruction is

false! nPC := any j annul := false j Ic.

The action ofstable on this form isR[[PC := succs(PC ) j Ic]]. Ic leaves the program counter un-
changed, so we rewrite this asR[[Ic;PC := succs(PC )]]. The binary translation has the formIc, which
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may be a sequence ofj instructions. Thereforej applications ofsimple, or equivalently,j state transi-
tions on the target machine, have the effect ofR[[Ic;PC := succ

(j)
t (PC )]]. Givens�m andt�n satisfying

the hypotheses of the transition theorem, after one step, the source machine reaches the state

s�m+1 = R[[PC := succs(PC )]](R[[Ic]]
s�m):

After j steps, the target machine reaches a state

t�n+j = R[[PC := succ
(j)
t (PC )]](R[[Ic]]

t�n)

= R[[PC := succ
(j)
t (PC )]](R[[Ic]]s�m)

= R[[PC := succ
(j)
t (PC )]](R[[Ic]]s�m)

Fromtrans, codemap(succs(pcs)) = succ
(j)
t (pct), so by(�)

t�n+j = R[[PC := succs(PC )]](R[[Ic]]s�m)

= s�m+1

Thus, after one step on the source andj steps on the target, we again reach a pair of states satisfying
the conditions of the transition theorem.

As another example, consider an instruction of classSCD with an instruction of classNCT in the
delay slot. If the source machine begins in states�, after 1 or 2 steps it reaches states�0, where

s�0 = if E [[bI ]](R[[Ic]]
s�) then (R[[PC := target I]] Æ R[[I 0

c]] Æ R[[Ic]])
s�

else(R[[PC := succs(PC )]] Æ R[[Ic]])
s� fi

If the target machine begins in statet� = s�, it reaches statet�0, where

t�0 = if E [[bI ]](R[[Ic]]s�) then
(R[[PC := codemap(target I)]] Æ R[[I 0

c]] Æ R[[PC := bb]] Æ R[[Ic]])s�
else

(R[[PC := succt(PC )]] Æ R[[Ic]])s� fi

BecauseR[[PC := t1]] Æ R[[PC := t2]] = R[[PC := t1]], and becauseR[[I 0

c]] commutes with assign-
ments toPC , it is easy to show thatt�0 = s�0.

The other cases for translation can be proved correct in similar fashion.

7 Experience

We have used translators for delayed branches in two tools: a binary translator [CVR99, CV00] and
a decompiler [CSF98]. In both tools, we translate machine instructions into a machine-independent
intermediate formwithout delayed branches. The binary translator uses this form to generate target
code, applying standard optimization techniques. The decompiler analyzes the intermediate form to
recover high-level information like structured control flow.
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Many problems of binary translation are beyond the scope of this paper.

� Our translator does not guarantee that the source and target codes have the same atomicity proper-
ties; providing atomic three-address operations on a two-address machine would be prohibitively
expensive.

� Self-modifying code and dynamic code generation can be handled either by resorting to interpre-
tation or by invoking the translator dynamically.

� Different machines use different representations of condition codes, and a na¨ıve translation would
emulate source-machine condition codes in a target-machine register. This emulation may be
necessary in some cases (e.g., when a Pentium program depends on the value of the “parity of
the least-significant byte” bit), but in common cases, one definition of condition codes reaches
one use (in a conditional branch), and the source-machine condition code can be eliminated by
forward substitution. This has been implemented in the binary translator system.

� The CPU model used in this paper models hardware exceptions as assignment to a special “ex-
ception location.” This model is suitable only for a machine with precise exceptions. It is an
open question whether a similar formalism could help derive a translation between machines
with precise and imprecise exceptions.

Our first attempt at translating delayed branches was based on a case analysis of the SPARC’s
architecture manual. This analysis created an extra basic block for every delayed instruction that needed
to be executed along any given path. More seriously, the analysis did not cover all cases, as there were
many combinations whose meaning was not clear from a direct reading of the manual. It was difficult
even to characterize the set of binary codes that could be analyzed. These difficulties motivated the
work presented here.

We have replaced our first attempt with a new implementation based on the method described in this
paper. The new implementation is used in both tools. The advantages of the new method are three-fold:
it can handle any branch in a delay slot, even if the target is a branch; it generates better intermediate
code than before; and we recover control-flow graphs with fewer basic blocks.

All the transformations discussed in this paper were done by hand. We investigated formal methods
tools that might have helped us transformstable, but we were left with the impression that this is still a
research problem [Sha96], and it was easy enough to transformstable by hand. By contrast, it would be
very useful to automate the derivation of the translator fromstable and the discovery of the translations
of theaI ’s, bI ’s, andIc’s. This work is not intellectually demanding, but it is tedious because there are
many cases.

Our implementation includes simple optimizations not mentioned above. For example, we do not
create thenop instructions shown in Table 1 whenIc is skip. There are also many cases in which
further transformation ofstable can show that it is not necessary to create new basic blocks.

To test the correctness of our implementation, we developed a test suite that includes not only
standard programs but also artificial programs with different kinds of branches in delay slots. We
manually checked that the intermediate forms and control-flow graphs derived from the translation were
correct at each relevant basic block. We also executed test cases on both source and target machines, to
make sure the proper effects were executed in both source and target codes.

27



As presented in this paper, a branch in a delay slot requires a recursive call toloop, not tostable.
Most cases, including all those shown in the SPARC architecture manual, can be handled by an addi-
tional unfolding ofloop, which we have done in our implementation. The unfolding game can go on
indefinitely; no matter how many times we unfoldloop, a single recursive call toloop remains, and it is
always possible to write a program whose interpretation reaches this recursive call. Because a program
that does this indefinitely is not useful (it does nothing but jump from one branch to another, never ex-
ecuting a computational instruction), we do not unfold beyond what is shown in this paper. This level
of unfolding handles the case of two branch instructionsI1 andI2, whereI2 is in I1’s delay slot. If the
target ofI1 is also a branch instruction, our system currently rejects the code. A fall back interpreter or
a fallback translation algorithm that takes bothnPC andPC as parameters is needed for completeness.
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A Formal models

This appendix provides formal semantics for the RTLs and the metalanguage used in the body of the
paper. We use a “core” metalanguage that is simpler than what is used in the body. Here is its grammar;
the “fbracesg” are EBNF meta-notation for sequences. statement

program) ffun function-name() � statementg

statement) statement; statement
j eval r(rtl)
j if meta-expthen statementelsestatementfi
j let (rtl ) � memory[exp] in statementend
j function-name()

meta-exp) eval e(exp)
j : meta-exp
j meta-exp̂ meta-exp

The program fragments used in the paper should be rewritten into the simpler core using the following
rules:

� The expression[[e]] is short foreval e(e).

� The statement[[r]] is short foreval r(r).

� An if statement usingelseif is short for nestedif statements.

� A let binding multiple RTLs is short for nestedlet bindings (as in ML).

We present the semantic rules in three layers: expressions, which map states to values; RTLs,
which map states to states; and statements, which map continuations to continuations. To simplify the
semantic equations, we use a revised grammar for RTLs. explist

rtl ) expg ! location:= expr j rtl
rtl ) location:= expr j rtl
rtl )
rtl ) name

exp) constant
j location
j expoperatorexp
j operator( explist)
j name

explist) exp, explist
j

In the right-hand sides forrtl , the vertical barj is the RTL parallel-composition operator; elsewhere, it
is the EBNF metasymbol for alternatives.
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To define denotations, we begin with domainsBits (bit vectors),Bool (Booleans), and an unspeci-
fied domainL of locations. We construct domains for values and states.

V = Bits + Bool (values)

L (locations)

� : � = L! V (states)

The let construct in our metalanguage binds names to RTLs and expressions. The body of the paper
does not say how to give meanings to such names; this appendix uses environments. Making environ-
ments explicit adds precision but also detail; the detail would be distracting in the body of the paper.

� : Env r = name! exp + rtl (RTL environments)

The environment� is unusual because the denotations of names aresyntax, not values.
We assume that the denotations of constants, operators, and locations are given by functionsN ,O,

andL. We provide semantic equations for expressions. We use “cons” and “nil,” written “::” and “[]”,
to construct lists. The denotation functions have the following types:

N : constant! V

O : operator! V list ! V

L : location ! Env r ! � ! L

E : exp ! Env r ! � ! V

EL : exp list ! Env r ! � ! V list

Here are the semantic equations definingE on expressions andEL on lists of expressions.

E [[constant]]�� = N [[constant]]

E [[location]]�� = �(L[[location]]��)

E [[exp1 operatorexp2]]�� = O[[operator]](E [[exp1]]�� :: E [[exp2]]�� :: [])

E [[operator(explist)]]�� = O[[operator]](EL[[explist ]]��)

E [[name]]�� = E(�(name))��

EL[[exp; explist]]�� = E [[exp]]�� :: EL[[explist ]]��

EL[[ ]]�� = []

As noted above, names denote syntax, which is unusual.
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The semantics of RTLs are slightly more complicated than one might expect, because an RTL
represents a multiple, simultaneous assignment. The key is the auxiliary functionU (“update”), which
computes the values of all the guards, locations and right-hand sides.U returns a function, which
performs those assignments that are called for by the values of the guards. The denotation functionR
usesU to compute this function, then applies the function to the current state�. We use “upds”
to update a state and polymorphic “if” to choose between states. Here are the types of the relevant
functions.

R : rtl ! Env r ! � ! �

U : rtl ! Env r ! � ! � ! �

upds : � ! L! V ! �

if : 8�:V ! � ! �! �

The following definition ofU ignores a subtlety; properly speaking, an RTL should not have a de-
notation if the same location appears on more than one left-hand side. In our definition, the leftmost
assignment takes priority. This simplification is warranted because it enables us to avoid putting er-
ror values in our domains, but readers should take care not to use transformations whose correctness
depends on the order in which “simultaneous” assignments take place!

U [[location := exp j rtl ]]�� = ��0:upds(U [[rtl ]]���0)(L[[location]]��)(E [[exp]]��)

U [[expg ! location := expr j rtl ]]�� =

if(E [[expg]]��)(��
0:upds(U [[rtl ]]���0)(L[[location]]��)(E [[expr]]��))(U [[rtl ]]��)

U [[ ]]�� = ��0:�0

U [[name]]�� = U(�(name))��

R[[rtl ]]�� = U [[rtl ]]���

Next, we present the semantics of statements. We use a continuation semantics in which the answers
are sequences of states; these are the sequences used inx6. Statements also require an additional
environment�f , which is used to give meanings to function calls. Our functions are parameterless, and
the denotation of a function is the same as the denotation of a statement: a function from continuations
to continuations.

C = � ! A (continuations)

A = � list (answers)

�f : Envf = name! C ! C (function environments)

S : statement ! Env f ! Env r ! C ! C
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The most important semantic equation is the one forevalr; evaluating an RTL adds a state to the answer.
Since our interpreters don’t halt, it doesn’t really matter if we add the pre-state or the post-state; we’ve
chosen the pre-state because it is simpler. The other semantic equations are more or less standard.

S[[eval r(rtl)]]�f�r� = ��:� :: �(R[[rtl ]]�r�)

S[[statement 1; statement2]]�f�r� = S[[statement 1]]�f�r(S[[statement 2]]�f�r�)

S[[if exp then statement1 elsestatement2 fi]]�� =
��:if(E [[exp]]�r�)(S[[statement 1]]�f�r��)(S[[statement 2]]�f�r��)

S[[let (rtl) � memory[exp] in statement end]]�f�r� =

��:S[[statement ]]�f (decode(E [[exp]]�r�)�rtl �r)��

S[[function-name()]]�f�r� = �f function-name�

Thedecode function in the rule forlet binding hides substantial work. When applied as in

decode addr � rtl �r;

the decode function performs the following computations:

1. It examines the machine state�, looking at the contents of memory at addressaddr in that state.
Using the machine-dependent rules for binary representations of machine instructions, and the
machine-dependent meanings of those instructions, it computesI : � ! �, a representation of
the semantics of the machine instruction located at addressaddr .

2. It identifies the free variables ofrtl , and it chooses bindings for those variables such that given
those bindings, the denotation ofrtl is I.

3. Finally, it adds those bindings to environment�r, and returns the new environment.

The only remaining semantic equation is the equation for function definitions. A function definition
adds another function to the environment�f . This equation requires a fixed-point computation to
compute the new environment�0, because functions may call themselves recursively.

D[[fun name() � statement ]]�f = �0

where�0 = upde(�f ; name;S[[statement ]]�0(�x:?))

Here,(�x:?) is the empty RTL environment, andupde adds a binding to an environment.
Given a machine state�0, which determines a binary program and a program counter, the sequence

of states produced by the execution of that program is�f i (��:?)�0, wherei is the name of the in-
terpreter (loop or simple), and�f is the environment produced by processing the definitions of the
interpreters. If the interpreter runs forever without halting, the usual least-fixed-point calculation pro-
duces an infinite list of states.
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B Transformations

This appendix lists the transformations used in the body of the paper. This list should make it easier
for readers to verify the soundness of our transformations. It may also help readers judge how difficult
it would be to automate the transformations. Our purpose is to build readers’ intuitions; hence, we do
not attempt to be completely precise and formal.

� Commutativity of simultaneous composition.

S j T � T j S;

providedS andT have disjoint locations on their left-hand sides. This should be the case for all
RTLs of interest.

� Associativity of sequential composition.

S; (T ;V ) � (S;T );V � S;T ;V

� Converting simultaneous composition to sequential composition.

S j T � S;T ;

provided no location on any left-hand side ofS appears in a guard or a right-hand-side ofT . In
other words, if the locations changed byS don’t affect the values computed byT , S andT can
be performed in sequence, rather than in parallel.

This transformation changes the answer produced by a program; it introduces a new intermediate
state. Introducing a finite number of such states is harmless, as it doesn’t prevent us from proving
the transition lemma. Introducing such new states may be necessary when the target machine’s
instruction set does not contain the source machine’s instruction set; this is the rule that enables us
to use asequenceof target-machine instructions to translate asinglesource-machine instruction.

� Distribution of sequential composition over conditional.

if P then S1 elseS2 fi;S3 � if P then S1;S3 elseS2;S3 fi

We can move a trailing statement inside a conditional, provided we replicate it on both branches.
There is a slightly more restrictive rule for moving leading statements inside conditionals.

S1; if P then S2 elseS3 fi � if P then S1;S2 elseS1;S3 fi,

provided no location modified byS1 is read byP .

� Distribution of sequential composition overlet. We can move a leading statement insidelet,
provided there’s no clash of bound variables.

S1; let B in S2 end� let B in S1;S2 end;

provided no name free inS1 is bound inB. There is a similar rule for trailing statements.
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� Alpha-conversion oflet. Givenlet B in S end, we can rename bound variables inB andS.

� “The Trick” on Booleans.
S � if P then S elseS

� Constant folding.We partially evaluate with respect to constants as needed. For example,if
[[true]] then S1 elseS2 fi � S1.

� Dead-code elimination.Assignments to locations that are never read can be eliminated.

� Forward substitution (assignment).If exactly one write to a location reaches a read of that loca-
tion, we can substitute the expression written for the read from the location.

� Forward substitution (conditional).Given a statementif P then S1 elseS2 fi, we may substitute
[[true]] for P in S1, and[[false]] for P in S2, provided no conflicting change of state intervenes.

� Introduce assignment.If we know the value of a particular location at a particular program
point, we can introduce a redundant assignment to that location. For example, we can introduce
annul := annul .

� Function inlining.
name() � S, provided�f (name) = S

This rule, together with the preceding two rules, enables us to replace some calls toloop with
calls tostable.

In deriving a translator, we introduce acasestatement, to which we have applied the following
transformation.

� Interchanging the order of tests in anif statement and acasestatement.The order of tests of an
if statement and acasestatement that is nested within theif statement can be interchanged by
distributing one over all of the arms of the other.

if P then
caseF of
j E1 =) S1

: : :

j En =) Sn
end

else
Se

fi

�

caseF of
j E1 =) if P then S1 elseSe fi
: : :

j En =) if P then Sn elseSe fi
end
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C Complete SPARC V8 translation algorithm

We document the full SPARC V8 algorithm after applying transformations as described inx4.2. Note
that for the cases whereloop() is derived, we emit anunroll loop(pc,nPC) call as per suggested
in x7.

hfinal sparc translatori�
fun trans(pcs; pct) =
codemap(pcs) � pct
let I as(bI� > nPC := targetI j annul := aI j Ic) = src[pcs]
in caseclass(I) of
j NCT =) = � :bIand:aI � =

pct := emit(pct; Ic);
trans(succs(pcs); pct)

j SKIP =) = � :bIandaI � =
pct := emit(pct; Ic);
trans(succs(succs(pcs)); pct)

j SU =) = � bIandaI � =
pct := emit(pct; Ic);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I))

j SD =) = � bIand:aI � =
j DD =) = � bIand:aI � =

let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � :bI0and:aI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I));

j SKIP =) = � :bI0andaI0 � =
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(targetI)));

j SU =) = � bI0andaI0 � =
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI0));
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queueForTranslation(target I0; codemap(targetI0));

j SD =)
j DD =) = � bI0and:aI0 � =

pct := emit(pct; Ic);
unroll loop(pcs; nPC )= � I 00 � =

j SCD =) = � bI0and:aI0 � == � :bI0and:aI0 � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI0� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" );
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I));

j SCDA =) = � bI0and:aI0 � == � :bI0andaI0 � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI0� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" );
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(targetI)));

j SCD =) = � bIand:aI � =
let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � (:bI0and:aI0)or(:bIand:aI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(target I ; codemap(target I))
trans(succs(pcs); pct)

j SKIP =) = � :bI0andaI0or:bIand:aI � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(succs(target I)));
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queueForTranslation(succs(target I); codemap(succs(targetI)))
trans(succs(pcs); pct)

j SU =) = � bI0andaI0or:bIand:aI � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I0));
queueForTranslation(target I0; codemap(targetI0))
trans(succs(pcs); pct)

j SD =)
j DD =) = � bI0and:aI0or:bIand:aI � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" ); = � I 00 � =
trans(succs(pcs); pct)

j SCD =) = � bI0and:aI0or:bIand:aI � =
= � :bI0and:aI0 � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(target I ; codemap(target I))
trans(succs(pcs); pct)

j SCDA =) = � bI0and:aI0 � =
= � :bI0andaI0 � =
= � :bIand:aI � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
pct := emit(pct; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
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bb := emit(bb;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(targetI)));
trans(succs(pcs); pct)

end

j SCDA =) = � bIand:aI � =
let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � :bI0and:aI0 � == � :bIandaI � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(target I ; codemap(target I));
trans(succs(succs(pcs)); pct)

j SKIP =) = � :bI0andaI0 � == � :bIandaI � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(targetI)));
trans(succs(succs(pcs)); pct)

j SU =) = � bI0andaI0 � == � :bIandaI � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I0));
queueForTranslation(target I0; codemap(targetI0));
trans(succs(succs(pcs)); pct)

j SD =)
j DD =) = � bI0and:aI0 � == � :bIandaI � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" ); = � I 00 � =
trans(succs(succs(pcs)); pct)
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j SCD =) = � bI0and:aI0 � == � :bI0and:aI0 � =
= � :bIandaI � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bb);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(target I ; codemap(target I));
trans(succs(succs(pcs)); pct)

j SCDA =) = � bI0and:aI0 � == � :bI0andaI0 � =
= � :bIandaI � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(targetI)));
trans(succs(succs(pcs)); pct)

end
end
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D Complete PA-RISC translation algorithm

We sketch the transformation steps followed in order to derive a translator for the removal of PA-RISC
delayed branches. Starting from the original translation algorithmtrans in x3.1, we instantiate it to
the classes of instructions of the PA-RISC V1.1 architecture, as documented inx5.2, leading to the
following initial algorithm.

hpa-risc translatori�
fun trans(pcs; pct) =
codemap(pcs) � pct
let I as(bI� > nPC := targetI j annul := aI j Ic) = src[pcs]
in caseclass(I) of
j NCT =) nonBranching; nonAnnulling

j NCTA =) if (cond) then
nonBranching; annulling

else
nonBranching; nonAnnulling

j SU =) branching; annulling

j DU =) branching; annulling

j SD =) branching; nonAnnulling

j DD =) branching; nonAnnulling

j SCD =) if (bI) then
branching; nonAnnulling

else
nonBranching; nonAnnulling

j SCDA =) if (bI) then
branching; nonAnnulling

else
nonBranching; annulling

j SCDA> =) if (bI) then
branching; annulling

else
nonBranching; nonAnnulling

end
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expanding each of the arms of thecasestatement, we get:

hpa-risc translatori+�
fun trans(pcs; pct) =
codemap(pcs) � pct
let I as(bI� > nPC := targetI j annul := aI j Ic) = src[pcs]
in caseclass(I) of
j NCT =) = � :bIand:aI � =

pct := emit(pct; Ic);
trans(succs(pcs); pct)

j NCTA =) = � :bIandaI � =
if (cond) then
pct := emit(pct; Ic);
trans(succs(succs(pcs)); pct)

= � :bIand:aI � =
else
pct := emit(pct; Ic);
trans(succs(pcs); pct)

fi

j SU =) = � bIandaI � =
pct := emit(pct; Ic);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I))

j DU =) = � bIandaI � =
= � Same asSUonlythatthetargetaddresstarget Iisknown

dynamically � =

j SD =) = � bIand:aI � =
let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � :bI0and:aI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I))

j NCTA =) = � :bI0andaI0 � =
if (cond) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
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pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

fi

j SU =)
j DU =) = � bI0andaI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI0));
queueForTranslation(target I0; codemap(targetI0))

j SD =)
j DD =) = � bI0and:aI0 � =

pct := emit(pct; Ic);
unroll loop(pcs; nPC )= � I 00 � =

j SCD =) = � bI0and:aI0 � =
if (bI0) then
pct := emit(pct; Ic);
unroll loop(pcs; nPC )

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

fi

j SCDA =) = � bI0and:aI0 � =
if (bI0) then
pct := emit(pct; Ic);
unroll loop(pcs; nPC )

= � :bI0andaI0 � =
else
pct := emit(pct; Ic);
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pct := emit(pct; I
0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)));

fi

j SCDA> => = � bI0andaI0 � =
if (bI0) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

fi
end

j DD =) = � bIand:aI � =
= � Same asSD caseonlythatthetargetaddresstarget Iis
knowndynamically � =

j SCD =) = � bIand:aI � =
if (bI) then

let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � :bI0and:aI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

j NCTA =) = � :bI0andaI0 � =
if (cond) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)))

= � :bI0and:aI0 � =
else
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pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I ; codemap(targetI))

fi

j SU =)
j DU =) = � bI0andaI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))

j SD =)
j DD =) = � bI0and:aI0 � =

pct := emit(pct; Ic);
unroll loop(pcs; nPC )= � I 00 � =

j SCD =) = � bI0and:aI0 � =
if (bI0) then
pct := emit(pct; Ic);
unroll loop(pcs; nPC )

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I ; codemap(targetI))

fi

j SCDA =) = � bI0and:aI0 � =
if (bI0) then
pct := emit(pct; Ic);
unroll loop(pcs; nPC )

= � :bI0andaI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)));

fi
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j SCDA> => = � bI0andaI0 � =
if (bI0) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(target I0 ; codemap(target I0))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I ; codemap(targetI))

fi
end

= � :bIand:aI � =
else
pct := emit(pct; Ic);
trans(succs(pcs); pct)

fi

j SCDA =) = � bIand:aI � =
if (bI) then

let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � :bI0and:aI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

j NCTA =) = � :bI0andaI0 � =
if (cond) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
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pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I ; codemap(targetI))

fi

j SU =)
j DU =) = � bI0andaI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))

j SD =)
j DD =) = � bI0and:aI0 � =

pct := emit(pct; Ic);
unroll loop(pcs; nPC )= � I 00 � =

j SCD =) = � bI0and:aI0 � =
if (bI0) then
pct := emit(pct; Ic);
unroll loop(pcs; nPC )

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I ; codemap(targetI))

fi

j SCDA =) = � bI0and:aI0 � =
if (bI0) then
pct := emit(pct; Ic);
unroll loop(pcs; nPC )

= � :bI0andaI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)));

fi

j SCDA> => = � bI0andaI0 � =
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if (bI0) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(target I0 ; codemap(target I0))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(target I ; codemap(targetI))

fi
end

= � :bIandaI � =
else
pct := emit(pct; Ic);
trans(succs(succs(pcs)); pct)

fi

j SCDA> => = � bI0andaI0 � =
if (bI0) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

fi
end
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We perform the following transformations on the code:

� For the (SD,SCD), (SD,SCDA) and (SD,SCDAgt) cases, we apply the distribution of sequential
composition overlet to the statementpct := emit(pct; Ic);

� For the (SD,SCD), (SD,SCDA) and (SD,SCDAgt) cases, we create a new memory address (de-
notedbb) to hold the code on one side of the branch and generate the code to support the branch,

� For the NCTA, SCD, SCDA and SCDAgt cases, we apply the distribution of sequential compo-
sition over conditional,

� For the SCD, SCDA and SCDAgt cases, we interchange the order of test in anif andcase
statement and we apply the inverse of the distribution of sequential composition overlet to the
statementpct := emit(pct; Ic);, and

� For the SCD, SCDA and SCDAgt cases, we create a new memory address (denotedbb andbb’ )
and replace the conditional branch onbI with appropriate code for both branches.

obtaining the following final version of the algorithm:

hfinal pa-risc translatori�
fun trans(pcs; pct) =
codemap(pcs) � pct
let I as(bI� > nPC := targetI j annul := aI j Ic) = src[pcs]
in caseclass(I) of
j NCT =) = � :bIand:aI � =

pct := emit(pct; Ic);
trans(succs(pcs); pct)

j NCTA =) = � :bIandaI � == � :bIand:aI � =
pct := emit(pct; Ic);
if (cond) then
trans(succs(succs(pcs)); pct)

else
trans(succs(pcs); pct)

j SU =) = � bIandaI � =
pct := emit(pct; Ic);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I))

j DU =) = � bIandaI � =
= � Same asSUonlythatthetargetaddresstarget Iisknown

dynamically � =

j SD =) = � bIand:aI � =
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let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � :bI0and:aI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I))

j NCTA =) = � :bI0andaI0 � =
if (cond) then
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)))

= � :bI0and:aI0 � =
else
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

fi

j SU =)
j DU =) = � bI0andaI0 � =

pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(targetI0));
queueForTranslation(target I0; codemap(targetI0))

j SD =)
j DD =) = � bI0and:aI0 � =

pct := emit(pct; Ic);
unroll loop(pcs; nPC )= � I 00 � =

j SCD =) = � bI0and:aI0 � == � :bI0and:aI0 � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI0� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" );
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))
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j SCDA =) = � bI0and:aI0 � == � :bI0andaI0 � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI0� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" );
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)));

j SCDA> => = � bI0andaI0 � == � :bI0and:aI0 � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI0� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))
pct := emit(pct; I

0

c);
pct := emit(pct;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))

end

j DD =) = � bIand:aI � =
= � Same asSD caseonlythatthetargetaddresstarget Iis
knowndynamically � =

j SCD =) = � bIand:aI � =
let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � (:bI0and:aI0)or(:bIand:aI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I));
trans(succs(pcs); pct)

j NCTA =) = � (:bI0andaI0)or(:bI0and:aI0)or(:bIand:aI) � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
if (cond) then
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bb := emit(bb;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)))

else
bb := emit(bb;PC := codemap(targetI));
queueForTranslation(target I ; codemap(targetI))

fi
trans(succs(pcs); pct)

j SU =)
j DU =) = � (bI0andaI0)or(:bIand:aI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))
trans(succs(pcs); pct)

j SD =)
j DD =) = � (bI0and:aI0)or(:bIand:aI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
unroll loop(pcs; nPC )= � I 00 � =
trans(succs(pcs); pct)

j SCD =) = � (bI0and:aI0)or(:bI0and:aI0)or(:bIand:aI) � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))
trans(succs(pcs); pct)

j SCDA =) = � (bI0and:aI0)or(:bI0andaI0)or(:bIand:aI) � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
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bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)));
trans(succs(pcs); pct)

j SCDA> => = � (bI0andaI0)or(:bI0and:aI0)or(:bIand:aI) � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))
bb := emit(bb;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))
trans(succs(pcs); pct)

end

j SCDA =) = � bIand:aI � =
let I 0 as(bI0� > nPC := target I0 j annul := aI0 j I 0

c) = src[succs(pcs)]
in caseclass(I 0) of
j NCT =) = � (:bI0and:aI0)or(:bIandaI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I));
trans(succs(succs(pcs)); pct)

j NCTA =) = � (:bI0andaI0)or(:bI0and:aI0)or(:bIandaI) � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
if (cond) then
bb := emit(bb;PC := codemap(succs(target I)));
queueForTranslation(succs(target I); codemap(succs(target I)))

else
bb := emit(bb;PC := codemap(targetI));
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queueForTranslation(target I ; codemap(targetI))
fi
trans(succs(succs(pcs)); pct)

j SU =)
j DU =) = � (bI0andaI0)or(:bIandaI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0));
trans(succs(succs(pcs)); pct)

j SD =)
j DD =) = � (bI0and:aI0)or(:bIandaI) � =

local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; "unroll loop(pc_s, nPC)" ); = � I 00 � =
trans(succs(succs(pcs)); pct)

j SCD =) = � (bI0and:aI0)or(:bI0and:aI0)or(:bIandaI) � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I));
trans(succs(succs(pcs)); pct)

j SCDA =) = � (bI0and:aI0)or(:bI0andaI0)or(:bIandaI) � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; bI� > PC := bb);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0; "unroll loop(pc_s, nPC)" );
bb := emit(bb; I 0

c);
bb := emit(bb;PC := codemap(succs(target I)));
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queueForTranslation(succs(target I); codemap(succs(target I)));
trans(succs(succs(pcs)); pct)

j SCDA> => = � (bI0andaI0)or(:bI0and:aI0)or(:bIandaI) � =
local bb := newBlock();
local bb 0 := newBlock();
pct := emit(pct; Ic);
bb := emit(bb; bI0� > PC := bb 0);
bb := emit(bb; I 0

c);
bb := emit(bb; bI0� > PC := bb 0);
bb 0 := emit(bb 0;PC := codemap(target I0));
queueForTranslation(targetI0 ; codemap(target I0))
bb := emit(bb;PC := codemap(target I));
queueForTranslation(targetI ; codemap(target I))
trans(succs(succs(pcs)); pct)

end

j SCDA> => = � (bI0andaI0)or(:bI0and:aI0) � =
local bb := newBlock();
pct := emit(pct; Ic);
pct := emit(pct; I

0

c);
pct := emit(pct; bI0� > PC := bb);
bb := emit(bb;PC := codemap(target I0));
queueForTranslation(target I0; codemap(target I0))
pct := emit(pct;PC := codemap(targetI));
queueForTranslation(target I ; codemap(target I))

end
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